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The link to the private project repository can be found here:
https://github.com/1anza/dataviscourse-pr-gravitymarket

The link to the live project can be found here:
https://1anza.github.io/dataviscourse-pr-gravitymarket/

Overview & Motivation:

Background and Motivation

The primary motivation in choosing this project revolves around the idea that stock market data
has been presented in a stale and uninteresting way for a very long time. It would be fascinating
to tweak some of the assumptions of what this information should look like. Rather than focus
purely on line and candlestick charts with numbers to demonstrate changes in the market, this
project will include a broad bubble chart that will visually demonstrate broader market
movements. Presenting data in this way will allow a user to quickly infer general trends over
periods of time, allowing users to identify key factors that are moving the market in certain
directions.

Project Objectives

The primary questions this project and visualization is trying to answer are these.. What kind of
outliers fuel or drag historical market movements? Do market sectors push or pull the market in
specific directions? What does the market look like when its average is up? What about when it
is down? Does representing the stock market in this way encourage more curiosity about why
and how the market is moving the way it is?

It would be beneficial to learn how to link and utilize very large datasets to a visualization. It
would be even more interesting to succeed at the optional task of populating this visualization
with dynamic data from a minute-by-minute update. Academically, no project in any prior course
has yet hit that dynamic mark and it seems as though most real-world applications utilize data in
this way, making it a fun option to reach for.

The benefits of this visualization is the ability to immediately see outliers or underlying trends of
a stock market index. Rather than be fixed to a numerical representation, this project’s bubble
chart will demonstrate these changes in a more intuitive way.

https://github.com/1anza/dataviscourse-pr-gravitymarket
https://1anza.github.io/dataviscourse-pr-gravitymarket/


Related Work: Anything that inspired you, such as a paper, a website, visualizations we
discussed in class, etc.

Works inspiring this project stem from class visualizations and other attempts at creating a
stock-bubble visualization. The class-discussed visualization that comes to mind was the New
York Times visualization on corporate tax rates:
https://archive.nytimes.com/www.nytimes.com/interactive/2013/05/25/sunday-review/corporate-
taxes.html.

This visualization focuses more on taxes and doesn’t dynamically update with new data,
however it is significant in that it demonstrates a beeswarm with forces as well as grouping by
sectors.

https://archive.nytimes.com/www.nytimes.com/interactive/2013/05/25/sunday-review/corporate-taxes.html
https://archive.nytimes.com/www.nytimes.com/interactive/2013/05/25/sunday-review/corporate-taxes.html


In addition, FinViz has a bubble visualization that is static with current market movements, but it
also shows sector differentiations similar to the NYTimes article.

This FinViz visualization is static. It doesn’t allow a user to manipulate time ranges to see trends.
This is important, especially when considering multiple sectors across the market. Bubbles here
also overlap, making the overall visualization appear a bit messy.

There also needed to be some type of physics to pull the stocks toward their respective
destination. Similar to this bouncing ball:http://physicscodes.com/html5/bouncing_ball/

Here the ball is getting pulled to the bottom of the screen due to
gravity. This project aims to accomplish something similar with the gravitational pull being
toward the stock’s relevant position regarding its percent change.

http://physicscodes.com/html5/bouncing_ball/


Questions

There are some questions this project wanted to explore and provide an answer to. One of the
first questions was how can this project make interacting with stock market tools more
interesting? As it stands, current interactions with this type of data remain mostly static and
boring. Being able to change dates and see how individual companies in the broader market
perform compared to their peers.

Another question that was considered was whether data could be directly queried from an API as
a user interacted with the visualization. This proved to be far too slow for the type of snappy
visualization this project is aiming for.

Additionally, the length of historical stock data greatly determined the amount of stress the DOM
would have to handle. Ideally minute-by-minute granularity could be served for the last 30 years
off of a server, however retrieving this kind of data for free is very challenging, both in the
collection and in the serving of the data. Considering the goal is to provide as snappy a
visualization as possible for the lowest cost, day-by-day granularity over the last year was the
most sensible decision.

This goal of snappiness also drove the project to consider the question of using events in D3. In
doing so, it would be possible to update all charts and data at the same time without any repeated
calculations. The creation of these events were done using the GlobalAppState aka ‘gas’. Taking
full advantage of the gas proved to be very effective in making sure everything tied together.

Considering the prototype images, the project's initial goal was to present the stock bubbles in a
vertical format in order to utilize the most vertical space possible to show movements. However,
working with so much data in the beeswarm it became clear that the best option would be to
present the bubble horizontally with dynamically changing scales. This would allow a maximum
amount of information to be displayed without losing out on individual stock movements.

Time intervals were another big question that the project faced. A very simple way to implement
time intervals would be to allow a user to select a beginning date and an end date. While
common and simple, this evolved into the project pursuing a more dynamic way to bind time.
This was done similar to the way garage band uses its selection for music tracks. You have a
beginning and an end, each being able to move across the ‘track’ in order to pinpoint where the
data should be focused. The project accomplishes this in the same way, allowing a user to
manipulate beginning and end points over a time bar.

Changing the workflow also came up through working on the project. It made more sense for the
team to use node and npm in order to easily import more libraries and make regular builds of the
project for debugging. Npm also provided better type-hints while programming, making that
process much easier.



Data

The data source for this project is the Yahoo Finance API. The Yahoo Finance API
(https://python-yahoofinance.readthedocs.io/en/latest/api.html) provides a simple framework to
query historical data. These data points are not historically intraday, but do provide enough
useful information on a day-by-day granularity to demonstrate interesting historical trends over
the last year. The data collected using the API came from the S&P 500 stock index. In order to
determine which stocks are in the S&P 500, a quick scrape of wikipedia provided a
comprehensive list of all stocks in the index. In addition to the S&P 500 stocks, the additional
information scraped from Wikipedia included economic sectors to which a stock belongs. This
sector information, ranging from health care to real estate, provides an interesting division
amongst the S&P 500 companies.

Using the API, it was then possible to use this information to pull the open, high, low, close, and
volume data for each stock ranging from now to the past year.

https://python-yahoofinance.readthedocs.io/en/latest/api.html


Pulling the relevant data for the selected stocks, it then became important to format the data in a
way that the visualization could easily use. The data points that were able to be collected
throughout the entire interval of time were a stock’s open, high, low, close, and volume values.
Considering this time series data, it made the most sense to bind them all under the same data
field of ‘chart’ in order to make it easy to iterate through the time data.

All other data fields had to be statically obtained using the most recent data for each stock. This
was done by performing an additional scrape using a different element of the Yahoo Finance
API. This allowed information to be pulled regarding a stock’s PE ratio, market cap, earnings per
share, beta, next earnings data, and whether or not the company provided a dividend.



Some stocks did not have any of this additional information. These were stocks indexes that were
added to the data in order to easily extrapolate and see overall index performance in each stock
sector. Since there were a total of 11 sectors in all, 11 stock indexes were queried which
displayed the overall performance of each sector. This information was important because it
saved calculations in the DOM and allowed the project to get an average of sector performance
in a dedicated line chart designed to show this information.

As the data was pulled and fitted to the format needed, it was easy to check the data points within
python to see that the information was querying correctly. Most exploratory data analysis was
done this way.

Since nearly all the data processing for this project was done in python, it saved a considerable
amount of work that would have otherwise needed to be done in D3. Most of this work was done
using pandas dataframe to fit everything the way it needed to be fitted. Overall, the goal became
to get as much reasonable data as possible in the smallest file size possible to ensure the DOM
could handle the data it was given on most machines. The only primary data calculations the
project handled in javascript were those to calculate percent change relative to the time interval.



Design Evolution:

Design decisions influenced by the perceptual & design principles learned in the course:

Scale: In order to maintain graphical integrity with our scales, we decided to have the
scales dynamically update when a new sector is selected or a single company for the OHLC
chart. This ensures that our data is properly represented, and not skewed by a static scale.

Avoid Chart Junk/Small Multiples: We also wanted our visualization to have clean and
clear graphics, rather than something overly-embellished that would interfere with the overall
message of the data. We also wanted to ensure the user didn’t have to memorize one visual in
order to compare it with others. As a variation of small multiples, we utilized many different
types of chart to represent the stock market data. The line chart displays the average percent
change for the sector, weighted by market cap, while the beeswarm shows the percent change for
each individual company all at once, and the OHLC chart displays the open and close prices for
the individual company.

Interaction/Animated Transitions/Change over time: Our visualization utilizes many
interactable features to allow the user to gain more insight from the data. The beeswarm, line
chart and OHLC allow the user to select what sectors they want to see/compare with animated
transitions throughout the selection process. Since our data focuses mostly on the change over
time, our visualization implements a playback option that displays how the stock market data
changes over time, allowing the user to see how the stock market has been affected over the past
year.

Dashboard: Even though our data is historical, it can become a visualization for real-time
stock data, so we chose to implement a type of “dashboard” design that gives a lot of information
about the stocks. The beeswarm provides the percent change and market cap. The line chart
provides the average percent change, weighted by the market cap. The OHLC provides the open
and closing prices, colored depending on either an increase or decrease in price. The table
provides individual statistical data for a selected company.

Throughout the prototyping process, we applied these concepts to the overall
visualization. Through prototypes #1 & #2 we brainstormed how to avoid chart junk and keep
the visualizations informative, but not overly complex. Through prototypes #3 & #4, we
discussed a dashboard view for the main page, and how to apply interactions to the visualization.
Once the final design was reached, we decided on the dashboard drawn, with each visualization
connected through an interaction from the user. Once the implementation process began, we
added the proper scales to protect the integrity of our data.

(Prototype sketches pictured below)



Prototype #1:

Prototype #2:



Prototype #3:

Prototype #4:



Final proposal sketch:



Deviations

The project did deviate from its initial proposal in a few instances.

It became clear that processing queries directly from the Yahoo Finance API through the
visualization would take an incredible amount of time. Rather than have a buggy visualization,
the team decided to focus on having a stable dataset over the last year to demonstrate instead.
Another option was to load 20 years worth of information at once, but this would require a server
and database to implement effectively, costing more time and money than the scope of this
project warranted.

Another deviation was in the layout of the charts and tables within the visualization. Initially, the
goal was to have the beeswarm in a portrait aspect ratio on the left side of the page with the
remaining charts on the right, one above the other. However, due to the amount of information
present in the beeswarm, the best course of action was to allow the beeswarm to use the full
width of the screen with the other charts above it.

The project was also going to display all stocks individually without sorting by sector. When
displayed this way, the goal was to show a gradient between dark red and dark green to represent
percent change amongst all the stocks in the beeswarm. This proved to be too messy and hard to
parse as a user. Instead, the project now forces selections of sectors in order to display data. In
order to see all stocks on the beeswarm, all sectors will now have to be selected.

It was not intended that bubbles would be resized based on sector selections, but it became clear
that the visualization would present information better if stock bubbles were dynamically resized
based on the amount of stocks present on the screen at any given time. This was done by drawing
circles based on area instead of by radius. This makes for a much cleaner and intuitive
visualization when manipulating the data.

Selecting time intervals by resizing a time bar became a much more intuitive way to select time
intervals instead of relying on date drop-downs in order to accomplish the same task. This gives
the visualization a more fluid design overall.



Implementation

Functionality of the menu:

Along the top of the website, there is an interactive menu bar. If the user clicks on “Gravity
Market” the main visualization is displayed. When “About” is clicked, a page appears that has a
short bio for the creators of the visualization. When “Process Book” is clicked, a page appears
with the process book and the design of the visualization. When “Video Demo” is clicked, a page
will appear with a Youtube link for the video demo of the visualization.

Functionality of the playback bar:

The playback bar allows the user to see the data over time, without having to manually scrub.
The user can set their playback speed in seconds by selecting from the drop down menu at the
bottom-center of the screen. The user can then press play, and the simulation will start. The user
will see movement in all three graphs as time goes on. To pause the simulations, the user can
click the pause button. The playback bar also has a scrubbing feature, where the user can drag
the bar across the timeline to observe a specific day.

Functionality of the Sector selection bars:

The sector selection bars on the left side of the screen allow the user to click on which sectors
they want to see in the visualization. The color of the bar represents the color the sector will be
across all the different graphs. When a bar is clicked, the sector is added to the beeswarm and
line chart, with the button moving over into the beeswarm above the corresponding circles. To
deselect a sector, the user must click the bar again, and it will go back into the list on the left.



Functionality of Beeswarm:

The beeswarm contains a bubble for each company in our dataset, and is the main feature of our
visualization. When a sector is selected, the bubbles for the companies within that sector appear.
The size of the bubble represents the market cap for the individual company. The y-axis of the
beeswarm chart represents the percent change of the stock for the given time, both positive and
negative. Multiple sectors can be chosen so the user can compare them. When the playback is
started, the bubbles move to the percent change for the given day, and continue to change as time
goes on. Hitting the spacebar starts and stops this visualization from playing.

Functionality of Line Chart:

The lines on the line chart represent the weighted average by market of the percent change for
the entire sector. The x-axis represents the date, and the y-axis represents the percent change,
(same as the beeswarm). Once a sector is selected from the menu, the line chart displays a line
for that sector. Along with the beeswarm chart, multiple sectors can be selected and deselected.
When the playback is started, a scrubbing bar appears on the line chart to indicate what day the
bubbles are representing.



Functionality of OHLC and Table:

The implementation of our version of an OHLC chart allows the user to see the opening and
closing prices of each day for the specified company. When a bubble is selected in the beeswarm
chart, that company’s data is displayed in the OHLC chart. Each day is represented by a line,
with the endpoints representing the open and close prices of the day. The line is red if the stock
for the company went down in price at the end of the day, and green if the price went up. When
the playback is started, a scrubbing bar appears on the OHLC chart to indicate what day the
bubbles are representing. The table on the top right of the webpage displays individual statistics
for a single company. Similar to the OHLC chart, when a single company bubble is selected from
the beeswarm chart, the individual stats for that company is displayed in the table.



Evaluation:

What we learned: Some of the sectors in the data showed really poor performance a year
ago, but throughout 2022 they did so much better than everyone else, (for example, energy)
while other sectors flipped (for example, Information Technology). Overall, the market wasn’t
doing very well for the year of 2022, and it was interesting to see which sectors played a heavy
part in that.

Our previous questions answered:

What kind of outliers fuel or drag historical market movements?/Do market sectors push
or pull the market in specific directions?

-The biggest outlier was the energy sector, however it wasn’t enough to keep the
market afloat. A drag in the market was the IT companies, due to their high market cap,
the negative percent change had a larger impact on the market overall, dragging it
downwards.

Does representing the stock market in this way encourage more curiosity about why and
how the market is moving the way it is?

-Yes, this visualization allows the user to look deeper into the values of the stock
market and how the market is affected over time. The individual charts give the user the
ability to compare different sectors and point out outliers over time.

Our visualization works very well, and effortlessly shows the change over time of the stock
market. Each chart updates dynamically depending on the user’s interaction. Our visuals are
clean and evenly spaced, with the page compact enough that everything can be seen, while still
spaced nicely.

One way we would improve our visualization is the data itself. We would want to have a server
to allow real-time data, while allowing a user to go back 30+ years to truly see how the stock
market has changed over time. Due to the storage and server required for the real time and older
data, this would be a difficult improvement, but worth the effort.


